**ARREGLOS**

Considerar hacer funciones en todos los ejercicios. Muchas situaciones se repiten y la buena utilización de funciones permitirá ahorrar tiempo.

**Arreglos unidimensionales numéricos**

# 1. Ejercicio

Realizar un programa que permita guardar hasta 1000 números enteros positivos en un arreglo. Dichos números se ingresarán por teclado hasta llenar el arreglo o bien hasta que el usuario ingrese cero (este valor siempre marca el final de los valores útiles del arreglo). A continuación, imprimir todos los valores útiles del arreglo separados por un espacio.

# 2. Ejercicio

Existe una serie de transformaciones frecuentes que pueden hacerse sobre un arreglo. Las mismas se listan y ejemplifican en la siguiente tabla:

| Transformación | Arreglo antes | Arreglo después |
| --- | --- | --- |
| ordenar | 5, 8, 3, 4, 2, 3, 0 | 2, 3, 3, 4, 5, 8, 0 |
| invertir | 5, 8, 3, 4, 2, 3, 0 | 3, 2, 4, 3, 8, 5, 0 |
| mezclar | 5, 8, 3, 4, 2, 3, 0 | 3, 4, 3, 8, 5, 2, 0 |

Por cada transformación, hacer una función que reciba como parámetro un arreglo (ya cargado) de números enteros positivos (el cero marca el final de los valores útiles). El tamaño del arreglo se desconoce pero todas las funciones deben poder tratar con arreglos de cualquier tamaño y de cualquier cantidad de valores útiles. Implementarlas en un programa de prueba.

# 3. Ejercicio

Existe una serie de operaciones básicas que pueden hacerse sobre 2 conjuntos representados en arreglos. Las mismas se listan y ejemplifican en la siguiente tabla:

| Transformación | Conjunto 1 | Conjunto 2 | Conjunto resultante |
| --- | --- | --- | --- |
| union | 5, 8, 3, 4, 2, 9, 0 | 1, 5, 8, 6, 0 | 5, 8, 3, 4, 2, 9, 1, 6, 0 |
| interseccion | 5, 8, 3, 4, 2, 9, 0 | 1, 5, 8, 6, 0 | 5, 8, 0 |
| diferencia (1-2) | 5, 8, 3, 4, 2, 9, 0 | 1, 5, 8, 6, 0 | 3, 4, 2, 9, 0 |

Por cada operación, hacer una función que reciba 3 arreglos de números enteros positivos como parámetros. Los dos primeros arreglos (ambos ya cargados) representan los operandos y el tercero (no inicializado) se utilizará para guardar el resultado. El tamaño de los arreglos se desconoce pero todas las funciones deben poder tratar con arreglos de cualquier tamaño y de cualquier cantidad de valores útiles. El cero marca el final de los valores útiles. Los arreglos operandos no deben modificarse. Implementarlas en un programa de prueba.

***4. Ejercicio***

Realizar las funciones cuyos prototipos y objetivos se detallan a continuación y luego implementarlas en un programa de ejemplo:

* **void** inicializar (**int** a[], **unisgned int** t, **int** n); Inicializa el arreglo a de tamaño t con el valor n.
* **void** inicializar\_azar (**int** a[], **unisgned int** t, **int** min, **int** max); Inicializa el arreglo a de tamaño t con valores al azar entre min y max (ambos inclusive).

# 5. Ejercicio

Existe una serie de situaciones frecuentes que involucran a un arreglo y un determinado valor. Las mismas se listan y ejemplifican en la siguiente tabla:

| Transformación | Arreglo | Valor | Resultado | Consideraciones |
| --- | --- | --- | --- | --- |
| agregar\_al\_final | 2, 5, 6, 1, 0 | 8 | 2, 5, 6, 1, 8, 0 | \*1 |
| agregar\_al\_inicio | 2, 5, 6, 1, 0 | 7 | 7, 2, 5, 6, 1, 0 | \*1 |
| agregar\_ordenado | 2, 4, 5, 7, 0 | 5 | 2, 4, 5, 5, 7, 0 | \*1 |
| insertar\_sin\_repetir | 2, 4, 5, 7, 0 | 3 | 2, 4, 5, 7, 3, 0 | \*1,2 |
| eliminar\_valor | 2, 4, 5, 7, 0 | 5 | 2, 4, 7, 0 | \*1,3 |
| posicion\_valor | 2, 4, 5, 7, 0 | 7 | Se retorna 3 | \*1,4,5 |

Por cada transformación, hacer una función que reciba como parámetros un arreglo (ya cargado) de números enteros positivos (el cero marca el final de los valores útiles) y un valor entero positivo. El tamaño del arreglo se desconoce pero todas las funciones deben poder tratar con arreglos de cualquier tamaño y de cualquier cantidad de valores útiles. Implementarlas en un programa de prueba.

Consideraciones:

(\*1) El arreglo recibido puede estar vacío (hay un 0 en la posición 0).

(\*2) Si el valor a ingresar ya está en el arreglo, el arreglo recibido no se modifica.

(\*3) Si el valor no se encuentra, ningún valor es eliminado quedando intacto el arreglo recibido.

(\*4) Si el valor no se encuentra, debe retornar -1 (menos uno).

(\*5) El arreglo recibido como parámetro, no puede modificarse.

# 6. Ejercicio

Realizar las funciones cuyos prototipos y objetivos se detallan a continuación y luego implementarlas en un programa de ejemplo:

* **int** maximo (**int** a[]); Retorna el valor máximo de un arreglo en el cual el cero marca la finalización de valores útiles. Si el arreglo está vacío, debe retornar cero.
* **int** minimo (**int** a[]); Retorna el valor mínimo de un arreglo en el cual el cero marca la finalización de valores útiles. Si el arreglo está vacío, debe retornar cero.
* **int** posicion\_maximo (**int** a[]); Retorna la posición del arreglo del valor máximo de un arreglo en el cual el cero marca la finalización de valores útiles. Si el arreglo está vacío, debe retornar -1 (menos uno).
* **int** posicion\_minimo (**int** a[]); Retorna la posición del arreglo del valor mínimo de un arreglo en el cual el cero marca la finalización de valores útiles. Si el arreglo está vacío, debe retornar -1 (menos uno).

***7. Ejercicio***

Las operaciones booleanas básicas pueden aplicarse a conjuntos de bits. Para arreglos booleanos de 8 elementos (cada uno contiene únicamente el valor 0 ó 1), programar las funciones de cada operación booleana como se describe a continuación:

* Función bit\_and: recibe 3 arreglos booleanos. Los 2 primeros son los operandos y el tercero es el resultado. Cada valor del primer operando se opera con el valor de la misma posición del segundo operando y se coloca el resultado en la misma posición del arreglo resultado. La operación AND da 1 (uno) como resultado cuando ambos valores operados son 1 (uno). En el resto de los casos el resultado es 0 (cero).
* Función bit\_or: recibe 3 arreglos booleanos. Los 2 primeros son los operandos y el tercero es el resultado. Cada valor del primer operando se opera con el valor de la misma posición del segundo operando y se coloca el resultado en la misma posición del arreglo resultado. La operación OR da 0 (cero) como resultado cuando ambos valores operados son 0 (cero). En el resto de los casos el resultado es 1 (uno).
* Función bit\_not: recibe 2 arreglos booleanos. El primero es el operando y el segundo es el resultado. Cada valor del operando se cambia por su contrario en el resultado (el uno pasa a ser cero y el cero pasa a ser uno).

Ejemplos:

|  | AND | OR | NOT |
| --- | --- | --- | --- |
| Operando 1 | 1,1,1,1,0,0,0,0 | 1,1,1,1,0,0,0,0 | 1,1,0,1,0,0,1,0 |
| Operando 2 | 1,0,1,0,1,0,1,0 | 1,0,1,0,1,0,1,0 |  |
| Resultado | **1,0,1,0,0,0,0,0** | **1,1,1,1,1,0,1,0** | **0,0,1,0,1,1,0,1** |

# 8. Ejercicio

Realizar las funciones cuyos prototipos y objetivos se detallan a continuación:

* **double** sumatoria (**double** a[], **unsigned int** t); Retorna la sumatoria de todos los valores del arreglo a de tamaño t.
* **double** promedio (**double** a[], **unsigned int** t); Retorna el promedio de todos los valores del arreglo a de tamaño t.
* **double** desvio (**double** a[], **unsigned int** t); Retorna el desvío estándar de todos los valores del arreglo a de tamaño t.

Con estas funciones realizar un programa donde se ingresen por teclado los valores de un arreglo (de tamaño fijo y constante). A continuación mostrar el desvío estándar de los valores ingresados. Debe funcionar para arreglos de cualquier tamaño. El desvío estándar (σ) es una medida estadística de dispersión y la fórmula usual para su cálculo es:

![](data:image/png;base64,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)

***N =*** Cantidad de valores

***Xi*** = Cada uno de los valores

***m*** = Promedio de todos los valores

# 9. Ejercicio

Confeccionar un programa que solicite al usuario una cantidad de números al azar que se generará entre el 0 y el 36. Presentar luego un informe que indique qué cantidad de veces salió cada valor y el porcentaje que representa. No mostrar aquellos números que no hayan salido. Utilizar funciones en todos los aspectos posibles y eficientemente. Ejemplo:

Ingrese cantidad de valores: ***10***

Informe:

El numero 8 salió 1 vez (10%).

El numero 14 salió 2 veces (20%).

El numero 20 salió 4 veces (40%).

El numero 23 salió 1 veces (10%).

El numero 30 salió 2 veces (20%).

# 10. Ejercicio

Ingresar números enteros (incluido el 0) en un arreglo de hasta 20 elementos. Finalizar la carga con un número negativo. A continuación mostrar una gráfica de ‘\*’ representando al cantidad y mostrando el porcentaje del total acumulado de valores ingresados. Considerar que para el 100% se deben dibujar 60 asteriscos y el resto de los porcentajes, proporcionales a este valor. Utilizar funciones en todos los aspectos posibles y eficientemente. Ejemplo:

Ingrese número: ***4***

Ingrese número: ***8***

Ingrese número: ***15***

Ingrese número: ***16***

Ingrese número: ***23***

Ingrese número: ***42***

Ingrese número: ***-1***

Gráfica:

4 --> \*\* (3.70%)

8 --> \*\*\*\* (7.41%)

15 --> \*\*\*\*\*\*\*\* (13.89%)

16 --> \*\*\*\*\*\*\*\* (14.81%)

23 --> \*\*\*\*\*\*\*\*\*\*\*\* (21.30%)

42 --> \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* (38.89%)

**STRINGS**

# 11. Ejercicio

Programar una función que reciba como parámetros un string y dos caracteres. La función debe retornar una copia del string recibido reemplazando en él todas las apariciones del primer carácter por el segundo carácter. Implementarla en un programa donde el usuario ingrese un string, un carácter al cual reemplazar y con qué carácter reemplazarlo. Luego debe mostrar el string modificado. Ejemplo:

Ingrese texto: ***La mar estaba serena***

Ingrese carácter a reemplazar: ***a***

Ingrese carácter de reemplazo: ***e***

Resultado: Le mer estebe serene

# 12. Ejercicio

Programar una función que reciba como parámetro un string, que lo modifique eliminando todo lo que no sean letras que encuentre al principio y al final del texto y, posteriormente lo retorne. Utilizarla en un programa de ejemplo. Dado el texto: “... La bella y graciosa moza marchose a lavar la ropa, $@”, aplicada la función debe obtenerse “La bella y graciosa moza marchose a lavar la ropa”.

# 13. Ejercicio

Realizar una función que reciba como parámetro un string (el cual no puede modificarse) y que lo imprima centrado en la pantalla y con los signos “<” y “>” a la izquierda y a la derecha completando el espacio en blanco. Tomar en cuenta que el ancho total de la pantalla de consola es de 80 caracteres (se asume que la función no recibirá strings más largos que el ancho total). Implementarla en un programa donde se ingrese un texto por teclado y luego se imprima utilizando la función pedida. Ejemplo:

Ingrese texto: ***Su voz tenía la sonoridad del rugido del león***

<<<<<<<<<<<<<<<<<Su voz tenía la sonoridad del rugido del león>>>>>>>>>>>>>>>>>

# 14. Ejercicio

Por cada uno de los siguientes prototipos, programar la implementación de las funciones de acuerdo a lo solicitado. Utilizarlas en un programa de prueba que verifique su funcionamiento correcto. En todos los casos se asume que los strings no contienen vocales acentuadas ni “ñ”. Las funciones deben servir para arreglos de cualquier tamaño, el cual se desconoce dentro de la función. En ningún caso se pide imprimir ni ingresar datos por teclado.

* **bool** es\_anterior\_i (**string s1**, **string s2**);

Compara los strings retornando **true** cuando el string s1 sea alfabéticamente anterior al string s2, considerando a las letras mayúsculas de sus respectivas minúsculas como iguales. Por ejemplo, si s1 = “hola” y s2 = “Mundo”, la función deberá retornar 1 (siendo que la "h“ es anterior a la "M", lo cual ocurre de manera inversa al comparar los strings con "<"). Los strings s1 y s2 no pueden modificarse.

* **unsigned int** contar\_palabras (**string s1**);

Debe retornar la cantidad de palabras que hay en el string s1. Se considera parte de una palabra a toda letra o carácter numérico, considerando a todos los demás símbolos como separadores de palabras. No puede modificar el contenido de s1.

* **unsigned int** contar\_apariciones (**string s1**, **string s2**);

Debe retornar la cantidad de veces que aparece el string s2 dentro del string s1. La función no debe considerar diferentes a las letras mayúsculas de sus respectivas minúsculas. Los strings s1 y s2 no pueden modificarse.

* **string** reemplazar (**string** buscar, **string** reemplazo, **string** sujeto);

Debe reemplazar todas las apariciones del string "buscar" por "reemplazo" dentro del string "sujeto" (que no puede modificarse) y retornar el string resultante. La función no debe considerar diferentes a las letras mayúsculas de sus respectivas minúsculas. Ejemplo: reeemplazar ("HOLA", "adios", “Hola don Pepito, hola don Jose”), debería retornar "adios don Pepito, adios don Jose”.

# 15. Ejercicio

Confeccionar una función booleana que reciba como parámetros dos frases (en dos strings independientes) y que determine si ambas frases son iguales. Es decir, si contienen las mismas palabras en el mismo orden. Por ejemplo: “Hola, como te va?” debe ser considerada igual a “hola… Como te va!”.

# 16. Ejercicio

En un arreglo de strings de N elementos(N como constantes), pueden almacenarse N strings. Para ello, es conveniente disponer de las siguientes funciones:

* **void** cargar\_lista (**string** [], **unsigned int**);

Permite ingresar por teclado strings, cada uno finalizando con ENTER y los guarda en el arreglo recibido como primer parámetro cuyo tamaño se recibe como segundo parámetro. Tomar como convención que un string nulo (con ‘\0’ como único carácter) sea la marca de finalización de strings útiles.

* **void** imprimir\_lista (**string** []);

Imprime la lista de strings separados por un salto de línea.

* **void** ordenar\_lista (**string** []);

Ordena la lista alfabéticamente.

Programar estas funciones y aplicarlas en un programa de ejemplo. Considere ayudarse de las funciones desarrolladas para strings (ejercicio 5.14).